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Вариант 4

**З а д а н и е**

1. Для СД типа строка определить:

1. Абстрактный уровень представления СД:

1.1. Характер организованности и изменчивости.

1.2. Набор допустимых операций.

2. Физический уровень представления СД:

2.1. Схему хранения.

2.2. Объем памяти, занимаемый экземпляром СД.

2.3. Формат внутреннего представления СД и способ его интерпретации.

2.4. Характеристику допустимых значений.

2.5. Тип доступа к элементам.

3. Логический уровень представления СД.

Способ описания СД и экземпляра СД на языке программирования.

2. Реализовать СД строкового типа в соответствии с вариантом индивидуального задания в виде модуля. Определить и обработать исключительные ситуации.

3.Разработать программу для решения задачи в соответствии с вариантом индивидуального задания с использованием модуля, полученного в результате выполнения пункта 2.

4. Заголовок: function LastPost(s1,s2:string):word/ unsigned LastPost(string s1,string s2).

Назначение: поиск последнего вхождения подстроки s2 в строку s1

Входные параметры: s1,s2.

Выходные параметры: нет.

Реализация на языке C:

#if !defined(\_\_FORM4\_H)

#define \_\_FORM4\_H

const ...; // Определение исключительных ситуаций

typedef struct str

{

char s[1024];

unsigned N; // Динамическая длина строки

};

typedef str \*string1;

void WriteToStr(string1 st, char \*s);

void WriteFromStr(char \*s, string1 st);

void InputStr(string1 st);

void OutputStr(string1 st);

int Comp(string1 s1, string1 s2);

void Delete(string1 s, unsigned Index, unsigned Count);

void Insert(string1 Subs, string1 s, unsigned Index);

void Concat(string1 s1, string1 s2, string1 srez);

void Copy(string1 s, unsigned Index, unsigned Count, string1 Subs);

unsigned Length(string1 s);

unsigned Pos(string1 SubS, string1 s);

int StrError; // Переменная ошибок

//...

#endif

1. Для СД типа строка определить:

1.1. Абстрактный уровень представления СД:

1.1.1 Характер организованности и изменчивости.

Линейная структура(последовательность), динамическая структура

1.1.2. Набор допустимых операций.

В Си:

Присваивание, Сравнение, Конкатенация.

1.2. Физический уровень представления СД:

1.2.1. Схему хранения.

Последовательная

1.2.2. Объем памяти, занимаемый экземпляром СД.

V = K + 1 где

V объем строки в байтах

K максимальное количество элементов

1.2.3. Формат внутреннего представления СД и способ его интерпретации.

Массив элементов типа char, которые нумеруются от 1 до k, заканчивается нулевым символом '\0', элемент, с индексом K равен 0 как признак конца строки. ASCI коды символов интерпретируются в двоичный код.

1.2.4. Характеристику допустимых значений.

Количество допустимых значений СД типа строка = CAR(string) = 1 + 2561 + 2562 + …+256K, где K – максимальное число элементов в строке

1.2.5. Тип доступа к элементам.

Прямой

1.3. Логический уровень представления СД.

Способ описания СД и экземпляра СД на языке программирования.

Способ описания –

//Если экземпляр типа строка в статической памяти и занимает N байт

#define N …//значение

char s[N];

Экземпляр -

#define N 10

char s[N];

Способ описания –

//Если экземпляр типа строка в статической памяти и занимает N (значение) байт

typedef char t\_str …//значение;

t\_str s;

Экземпляр

typedef char t\_str[10]

t\_str s;

Способ описания –

//Если экземпляр типа строка в динамической памяти после обращении к процедуре выделения памяти alloc или malloc

typedef char\*t\_str;

t\_str //переменная;

Экземпляр

typedef char \*t\_str;

t\_str s;

Способ описания –

//Если экземпляр типа строка в динамической памяти после обращении к процедуре выделения памяти new. Занимает N байт, адрес пишется в переменную (//переменная)

typedef char t\_str[N];

typedef t\_str\* p\_str

//переменная = (p\_str) new p\_str

p\_str = //переменная;

Экземпляр

typedef char t\_str[10];

typedef t\_str\* p\_str

ps = (p\_str) new p\_str

p\_str = ps;

Заголовочный файл

#ifndef **ASD\_2\_STR\_H**#define **ASD\_2\_STR\_H**#include **<malloc.h>**#include **<stdio.h>***//Операция прошла успешно***static const short** STR\_SUCCESSFUL= 0;  
  
*//Выход за границу максимально разрешенного размера строки  
//при вводе в нее данных***static const short** STRING\_INPUT\_ERROR = -1;  
  
  
*//Выход за границу максимально разрешенного размера строки  
//при вставке данных из одной строки в другую***static const short** STRING\_INSERT\_ERROR = -2;  
  
*//Попытка вставить элемент на место которое не существует***static const short** STRING\_NO\_PLACE = -3;  
  
*//Выход за границу максимально разрешенного размера строки  
//при конкатенации в нее данных***static const short** STRING\_CONCATEN\_ERROR = -4;  
*// ошибка поиска в меньшей строки большей подстроки***static const short** STRING\_Pos\_ERROR = -5;  
  
**extern short** STRING\_ERROR;  
#define **M** 1024  
**typedef struct**{  
 **char** s[**M**];  
 **unsigned** N; *// Динамическая (текущая) длина строки*} str;  
  
**typedef** str string1[2];  
  
*//Запись данных в строку st из строки s  
//Строка s заканчивается нулевым символом***void** WriteToStr(string1 st, **char** \*s);  
  
*//Запись данных в строку s из строки st  
//Строка s заканчивается нулевым символом***void** WriteFromStr(**char** \*s, string1 st);  
  
*//Ввод строки s с клавиатуры***void** InputStr(string1 st);  
  
*//Вывод строки s на экран монитора***void** OutputStr(string1 st);  
  
*//Сравнивает строки s1 и s2 возвращает 0 если  
//s1 == s2; 1 если s1 > s2; -1 если s1 < s2***int** Comp(string1 s1, string1 s2);  
  
*//Удаляет count символов из строки s  
//начиная с позиции index***void** Delete(string1 st, **unsigned** index, **unsigned** count);  
  
*//Вставляет подстроку subS в строку s  
//начиная с позиции index***void** Insert(string1 subS, string1 st, **unsigned** index);  
  
*//Выполняет конкатенацию строк s1 и s2 результат помещает в sRez***void** Concat(string1 s1, string1 s2, string1 sRez);  
  
*//Записывает count символов в строку subS из строки s  
//начиная с позиции index***void** Copy(string1 s, **unsigned** index, **unsigned** count, string1 subS);  
  
*//Возвращает текущую длинну строки s***unsigned** Length(string1 s);  
  
*//Возвращает позицию начиная с которой в строке s  
//распологается строка subS***unsigned** Pos(string1 subS, string1 s);  
  
  
  
#endif *//ASD\_2\_STR\_H*

Модуль

#include **"str.h"**#include **<stdio.h>  
  
short** STRING\_ERROR;  
  
  
  
**int** maxN=1024;  
*//Запись данных в строку st из строки s  
//Строка s заканчивается нулевым символом***void** WriteToStr(string1 st, **char** \*s){  
 **int** i = 0;  
 **while** (s[i] != **'\0'**){  
 st->s[i] = s[i];  
 i++;  
 }  
 st->N = i;  
 st->s[i++] = **'\0'**;  
 **if**(i == maxN)  
 STRING\_ERROR = STRING\_INPUT\_ERROR;  
 **else** STRING\_ERROR = STR\_SUCCESSFUL;  
  
}  
  
*//Запись данных в строку s из строки st  
//Строка s заканчивается нулевым символом***void** WriteFromStr(**char** \*s, string1 st){  
 **int** i = 0;  
 **while** (st->s[i] != **'\0'**){  
 s[i] = st->s[i];  
 i++;  
 }  
 st->N = i;  
 s[i++] = **'\0'**;  
  
 STRING\_ERROR = STR\_SUCCESSFUL;  
  
}  
  
*//Ввод строки s с клавиатуры***void** InputStr(string1 st)  
{  
  
 **char** k = getchar();  
  
 **unsigned short** i = 0;  
  
 **while** ((k != **EOF** && k != **'\n'**) && (i < maxN)){  
  
 st->s[i] = k;  
  
 ++i;  
 k = getchar();  
  
 }  
  
 st->N = i;  
  
 st->s[i++] = **'\0'**;  
  
  
 **if**((i == maxN) && (k != **EOF** && k != **'\n'**))  
 STRING\_ERROR = STRING\_INPUT\_ERROR;  
 **else** STRING\_ERROR = STR\_SUCCESSFUL;  
  
}  
*//Вывод строки s на экран монитора***void** OutputStr(string1 st){  
 **int** i = 0;  
 **char** a;  
 **while** (st->N != i){  
 putchar(st->s[i]);  
 i++;  
 }  
 STRING\_ERROR = STR\_SUCCESSFUL;  
}  
  
*//Выполняет конкатенацию строк s1 и s2 результат помещает в sRez***void** Concat(string1 s1, string1 s2, string1 srez){  
 **if**(s1->N+s2->N>srez->N){  
 STRING\_ERROR = STRING\_CONCATEN\_ERROR;  
 }  
 **for** (**int** i = 0; i<s1->N; i++){ *//Скопируем в срез первую строку* srez->s[i] = s1->s[i];  
 }  
 **int** i = s1->N;  
 **for** (**int** j = 0; j<s2->N; j++){ *//Соединим срез со второй строкой* srez->s[j+i] = s2->s[j];  
 }  
 srez ->N = s1->N + s2->N;  
 srez->s[srez->N] = **'\0'**;  
}  
  
  
*//Сравнивает строки s1 и s2 возвращает 0 если  
//s1 == s2; 1 если s1 > s2; -1 если s1 < s2***int** Comp(string1 s1, string1 s2){  
 **int** i = 0;  
 **if** (s1->N > s2->N){  
 STRING\_ERROR = STR\_SUCCESSFUL;  
 **return** 1;  
 }  
 **if** (s2->N > s1->N){  
 STRING\_ERROR = STR\_SUCCESSFUL;  
  
 **return** -1;}  
 **while** ((s1->s[i] == s2->s[i])&&(i < s1->N)){  
 i++;  
 }  
 **if** ((i == s1->N)&&(i == s2->N)) {  
 STRING\_ERROR = STR\_SUCCESSFUL;  
 **return** 0;  
 }  
 **if** (s1->s[i] > s2->s[i]) {  
 STRING\_ERROR = STR\_SUCCESSFUL;  
  
 **return** 1;  
 }*//Первая строка больше, первый из неравных символов имеет больший код* **if** (s1->s[i] < s2->s[i]){  
 STRING\_ERROR = STR\_SUCCESSFUL;  
  
 **return** -1;  
}  
}  
  
  
*//Удаляет count символов из строки s  
//начиная с позиции index***void** Delete(string1 s, **unsigned** Index, **unsigned** Count){  
 **for** (**int** i = Index; i < s->N; i++){  
 s->s[i] = s->s[i+Count]; }  
 s->s[s->N - Count] = **'\0'**;  
 s->N = s->N - Count;  
 STRING\_ERROR = STR\_SUCCESSFUL;  
}  
  
  
*//Вставляет подстроку subS в строку s  
//начиная с позиции index***void** Insert(string1 subS, string1 s, **unsigned** index)  
{  
  
 **if** (index > s->N)  
 STRING\_ERROR = STRING\_NO\_PLACE;  
 **else if**(subS->N + s->N > maxN)  
 STRING\_ERROR = STRING\_INSERT\_ERROR;  
 **else**{  
  
 **unsigned short** i = s->N + 1;  
  
 **while** (i >= index){  
  
 s->s[i + subS->N] = s->s[i];  
 --i;  
 }  
  
 i = index;  
 **unsigned short** j = 0;  
  
 **while** (j < subS->N){  
  
 s->s[i] = subS->s[j];  
 ++i;  
 ++j;  
  
 }  
 s->N=s->N+subS->N;  
  
  
 }  
  
}  
  
  
  
  
  
*//Записывает count символов в строку subS из строки s  
//начиная с позиции index***void** Copy(string1 s, **unsigned** index, **unsigned** count, string1 subS)  
{  
 **if**(index + count > s->N)  
 STRING\_ERROR = STRING\_NO\_PLACE;  
 **else if**(count > maxN)  
 STRING\_ERROR = STRING\_NO\_PLACE;  
 **else**{  
 **unsigned short** i = 0;  
 **unsigned short** rBord = index + count;  
  
 **while** (index < rBord){  
  
 subS->s[i] = s->s[index];  
 ++i;  
 ++index;  
  
 }  
 subS->N = i;  
 STRING\_ERROR = STR\_SUCCESSFUL;  
  
 }  
  
}  
  
*//Возвращает текущую длинну строки s***unsigned** Length(string1 s){  
 **return** s->N;  
}  
*//Возвращает позицию начиная с которой в строке s  
//распологается строка subS или длинну строки если ее нет то 0***unsigned** Pos(string1 subS, string1 s)  
{  
 **unsigned short** j = 0;  
 **unsigned short** lens = s->N;  
 **unsigned short** lensubS = subS->N;  
 **unsigned short** len=lens-lensubS;  
 **if**(s->N<subS->N)  
 STRING\_ERROR = STRING\_Pos\_ERROR;  
 **else** STRING\_ERROR = STR\_SUCCESSFUL;  
 **for** (**unsigned short** i = 0; i <= len; ++i){  
 j = 0;  
 **while** ((j < subS->N) && (s->s[i + j] == subS->s[j]))  
 ++j;  
 **if**(j == subS->N)  
 **return** i+1;  
 }  
 **return** 0;  
}

Основная программа

#include **<stdio.h>**#include **<stdlib.h>**#include **"str.h"  
  
  
  
unsigned** LastPost(string1 s1,string1 s2){  
 **unsigned short** lens1=s1->N;  
 **unsigned short** lens2=s2->N;  
 STRING\_ERROR = STR\_SUCCESSFUL;  
 **unsigned short** n,i=1,q=0;  
 n=Pos(s2,s1);  
 **while**(n!=0&&i<lens1&&lens1>lens2) {  
 q+=n;  
 n=Pos(s2,s1);  
 Delete(s1,0,(n+lens2));  
 i++;  
 }  
 **return** q;  
  
}  
**int** main() {  
 string1 string\_1 , string\_2;  
  
 InputStr(string\_2);  
 printf(**"Error: %d\n"**, STRING\_ERROR);  
 InputStr(string\_1);  
 printf(**"Error: %d\n\n"**, STRING\_ERROR);  
  
 printf(**"LastPost %d\n"**, LastPost(string\_1,string\_2));  
 printf(**"Error: %d\n\n"**, STRING\_ERROR);  
  
 **return** 0;  
}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlkAAADSCAIAAAD2ckIiAAAACXBIWXMAABJ0AAASdAHeZh94AAAa5UlEQVR4nO3dv0/jytrA8ZlXp77Vhfcf2KBw2Ei3obAbtLcL2oJi0X07OlviPU0QLT9WtMhuDkiho7uvnCLFkd2dhcZItDlAZG91uxP2/gW3mLfILyfETuIECMz3oy2AiWcezwx51jMOlv/617+Eln766ae//OUvrx0FAOD1/ddrBwAAwCsjFwIAdPfTv//979eO4dX8+eefrx0C0FcoFOI4fu0oAB399J///Gd9ff21wwAghBB/+9vfXjsEQEeskQIAdEcuBADojlwIANAduRAAoDtyIQBAdy+aCwP7yA5essGp6RthUJOyttinLgL7SNoPr9i6pnNj8b2F2Tsv+o7yM3vRXFje/3vj5HqRPz+VGeGDLY+kPO7+G/rde3DNcymPpVlzh4/PKEqT2tbi9+F79bw9H9SkPJ4w08dBzWxPj8EZ9ZJzI7CPpDw23cc51jbnt/j4utNL2Wlymp6f9qjnOK/Fn4dv1e3trcolcjxDHApxJMSZ5bcc48yJxh/lW4eWP+KHQhwJcSSMq0gpx+h/my+2WYyMUCml1L0lvNElquVYV72z963kyzKKMmS0lRHh6EGJnLNOf7b/WfcThZBXfzQ7g+hNMjFeWOScGU5r2qMyen4OfG+ioYmuDNH5XYv8/tedOp41wqFAcvVhmmeLPOtXqdv2ZD2f66jnOK/Fn4dvUc7rwtit/fb5S6i+KnWs1O5W83rvZqIDy1uliyf/qSlXv/qWsvxjFW4UhKiEX5X/UVj/UOFGvvBmMTLCMYJrr/hzofvdh2LrpPf/5YyieUeYNiiFyq5Sx50uVcequjpjAGPC642mOlbqWF2uNXfeyfpVnrkxb8HpXcnfrRSEEKJQ3jiw/mx+75cuQoR4boswytnz8C3KlwsfTr2lSqH/fbnyxTEGXpG6hFL+4ojfT6d7a3wM7PPuauG5bZ8nqn2wzaN+UaK52D3vLI/E3deYtSAeW2F2hI3NkW01W8kXFYrLN80fY4tEfG2b3TDMmhsM9dXottIjHD8oo2UuJQVuzez08LlpP3T6r72QYtbcbjeaGYsqhdWtUqMeCDFmUFLaEsI1k8vF54OrMakTQCTXcOSxadfM9gnG16Y8Wtlr3eydjaoz19zIGsqMCh97HSjNWtBM7cKkcnW3Wu6ffr3x38UPyeLU2fu0N/zuONrmkZTndtDpzP5ojpmiQogfvdGZ5LdynMfEjOq817fnTKfy7lztrzpOuBCa3tDkPZ95VPYpT39eyUPcx3Yn90sXfx6mSuuo7q6Q/SC66SMxprln1DTyrJFGV8a4i+j2QtnoJRTfa6+FDr1+4Ko/eZ3efn3ngJZv9VdmHMvzExVFvmcNtHhviUNhnDn+YBjpFWZE+OQEz3oBDy8WJYLPKFKqFfXaiK4yF0XPhpdEnkY4dlDGLH2MWEryrTMr0XWR7/WbiK4Mcdbp7ajlGAPDNzCa0VDNowclq63BlyWXYjImQOScGdZ9v4P9KyMRRur6Xs65kT6UqRW2nGQnRPeWcTjlSl3LMZ5MjJQIU3ujPY5+S0VXhjhsf5GIP2uKRs6Z4dw7T7ooY1D62x/9JfTOPohvHQrR75DIvzK6ZzE0WKNWCDMWQp8WZfV8eoSZR6Wfcr7zcoz+r0PkeyNWIBd/Ho6S9Y4d3VvGYfu33rfOhNF/5bj3+fn46VkSrBDl6ldVTSv74pwcnQYbif9WZNe14dS9lZVvQgghlg1r7bKyJIQQ8bV30bi5+GPgxcZStZJcWS354ZfhdtIqnCbC8tbyZv2hWp5hvTG+P935/eJGdr//uDV5W9P24ROBfVTf+pp5+EO9sbZf7fdMofxl++TcjVc7V5/GWrXdb4WlYkkM/W/yYvP4ov2V8dGPhobg6aCMa2ukzAnwmye2L1d7RxfKG6HKONmufHMjYyhTZ++9V/oUlruVF1arB6WL+gQRdlp8sHe+FS93q0/7Z1SEWb1hrFXLS0Isl0Rpq7wkxLIQ3f93j5uiN3v/dyM++irRRZmDUgm/VtLPyfJ3K92YC+WNg/pMMzxVZs+nRphx1Lg3oqnPK772xFqvrUL5y7ZxPvyaxZ+HI88ro6MKq9Xwl8D+VUopjE9RuFGY5Kj5yZULC8uli7ugupp7llYOSvLkulqe8GSWKtXdSlUIIeL48fupt2Ivdza9jL/3u2wK6RXmirBQXL6p/xCiM5/iZssobowrerBX7or+L6ozCx9seTfVOQxHOPOgzJflH8//XeypnBMgQ465kT2U4yucVhzUdk7EweVuOeXMp/z9SjN+ihrO/14Kb8W8HhiFuQ3KhMtuC2C6U57PeS3+PBwhu6PiH/ULYRjLN+LxeywKhcmOmpN8+4WrVV+cmP3N2zi4Ns2BjZwxt1yXvzji9+StxuWtUuOkv5/nnjSsrdVeVabb2T0qFIQoCqP4VyGEKGwclO52EhtLcVCT5vXY6FMrzIwwsM9N+7r9RJ04uDY3+xGK8obTuOsEHz+cessHvYuJtKK41RDLxQ/trx8D+9uFmKyt1AjHD8qUVrdKd6eJLYc4qHmlT1kXavnlaitzAnzeFt7OQG/YQ73R2bh9DNxzKWvtkjxzY8xQps3en7cb3/o7OvGDfdLIPNtehec79bXL8Ev7DWj0p82ezN7xvfFU5nn1FCq70fbdTm+LMe9vpRDiYvO81yGxWztprH1u35pRXL7x7mMhhHgM3NrJyDgml6/nM44ad8pTn1dhY1vc2f1DzkffmbjY87CbAhJ3EmR2VBzUzJVvwv8lDHejA3Gyct7pgRlm1HTyf6bCvzK6a+uGMbCeq7L3Czuv8IY+MhH5ic8DDC2jW72io+S2h1LKd5JFvQX01pN1//7SeXaFGRH6g59YGOyOe6vd4pOuSCsa/PzDlSUORWJXIKutrD4cMSjDn6no/msv8Wds4QyF0e8o30t+Bqb3IYr2cA98pmIgvKxBSW1r6Iyt4Y2TlAkw1MNPp2h3UNpH9bo919zIGMrMCluO1R0aw/Mdb4LPEd1bYni8Rm/VPJ0bT3tjYBzbNXt+54v2p3Gyzqs34r1h7f2+ZwzKSO0aLL/fIYNH9WeOYd07o5p+OuUyJ3aOnh9z1MhTzn1eybYMJ/0Taws8D7szZHjrcfTc6E3Fzn7h4VCd086oHPLnwtkN3XCxgIhw0TzNha9l8Xt+8SPEhDI+vc0oz4u8vb3lWb54Ix5s+a0Y7T7POi2wiOLgemfz8UA9uQcQc/Vc95EC8+KaR3udW+OWLX+bRAgd9Ke98dEZvhMb88d1IbBI4mtz5fcbIUeVLTtcE+Nl6DcPyYUAAN3x/EIAgO7IhQAA3ZELAQC6IxcCAHRHLgQA6I5cCADQHbkQAKA7ciEAQHcz58IHO/GYIAAA3p5Zc2Fwd1Fafnd/jQcAoJP8f5s7qMnNP4QQQvwh2w+NND51Hz786Jq/7t1IYXx0Sq29i5YQyvK/vsRzzgEAmNZsf4/00TU9Ee5WRha659Jbdg42PpeXCkFNnix1MyUAAItkpmc2xfeeWLscXfboesIJv3TSZPmL4qIQALCYZtov/P4otn9OudT70RRrn2epHACAlzFLLgzqjVJxSQgh4sfAPpf2Q6KMe2oAAG/ELGuk5a3SyeaxFEKIZcv5FFVWhRh1T431D1VdnTFOAACeC8/yBQDojr87AwDQHbkQAKA7ciEAQHfkQgCA7siFAADdkQsBALojFwIAdEcuBADojlwIANAduRAAoDtyIQBAd9rmwsA1TSmlNG03fu1YAACvKlcuDGz5lOnOO7bnE7t283MYKqVUWC2e2sFrBwQAeEW5cmG5qiLHMBzVEznGvCN7RsGpV/zce7jih2LjhGtDANDYrGuksWuag4kkdk0ppZR2EAd2+0vTDuIxRUKIwLXby5ZSmokfjzlKdC9TzYnzWdxsJL8tFEs3ze95Th4A8C7M8Czfmz0p94QQhiNEoRKGnR8XKqGqBLbc3NxpOAeRKvefbp9RFNhmfesyDKvtb+PA3rFFWC1nHwUAwOxmuC40nMzFUcsPw8rovPW0KKg3tveTWbNc3R5euUytsFxVSqmwQo4EAOQx6xppoRK+uSQ0tCgaNxtG8cMrxgMAeF1z+0zFk33DqZS3St5pYg8wDmyvdDBhkp12v1CU951GvdNaHJxO3hIA4F26vb1V0/KtUTUZTjRy0dTyU2827RUppZTvWN1yw7D8aLKjeuG0m59U5HcaS7QEANCTvL29XV9fnzGhAgDwdmn7d2cAAOggFwIAdEcuBADojlwIANAduRAAoDtyIQBAd+RCAIDuyIUAAN2RCwEAuiMXAgB0905z4SPPqQcATOrd5cJH1zyS8tfTYOCngX0u5bGUx1Ieme7jK8X2BsJYkAgB4EXN8Fz7Z/Jgm639cCPvQ5SWKuEvwrwulhM/c89Pip8itTpNnTOGMcrih5EnQgB4+xbuujC4uygtz/Ze/KMplhLP5n10PbFdmfL9fQ5hDFn8MHJFCADvwAzPbHp0zV/3bqQwPjql1t5FSwhl+V+r5eyidEFNbv4x8BPjU9S5JMqsMLi2T36/uJFCKMP6n8utu53mRlhZ6h/Vt+yo3Ur2aeUOY2xHLW4YmRHG1/ZOu3uXneiT2Pnn3o2YoDkAeEPyPMs3wTkThuf4rUgp5XvCuIomKUrVcowzZ5q2IufMsK78qNV+SeR7hnE2+IhgT1j3U57V1GGMt/hhjCzyPcPw+t0bXRlTnwUALLzZcmHGm3Xm+3ia6MpIfU8fVeGIt+aWY3jJVBhZhwOp8TnCmKTKhQ9jVNG9NRSA7xlOa/pmAWCxzbZf+KMp1j5PXZTu+6PY/jllv2pUhb/dieJfB34S33uDm4W/Nf67OO1q3rRhjLf4YYwqiluNwR8E9Vbp89LUzQLAgpspF2bc2ZHrpo+g3igVl4QQIn4M7HNpP4ypsLh8s3fd+fRE/ODa5+bK7wP5I773ps8ZU4cx1uKHMbKosFy6ufut+1HNOLg+uVje4tYaAO9Pzntnnt7ZYf1DVVfHFE1Qrbn5x40QQixbzqf99j2NmRXGbm1nr39IsfnPvQsprH+o/Za58u0meVT/3pP5h5Eqvl70MLIjTMRgWEI01i7n+wEPAFgEM9xHCs0ENVlfm/S/NQDwhizc5wuxmOIH96Tl7JMIAbxHi/d3Z7BAAvto80IKIYTx0bncrbA8CuBdYo0UAKA71kgBALojFwIAdEcuBADojlwIANAduRAAoDtyIQBAd+RCAIDuyIUAAN2RCwEAutM2FwauaUoppWm78fhXAwDesVy5MLDlU6Y779ieT+zazc9hqJRSYbV4agevHRAA4BXlyoXlqoocw3BUT+QY847sGQWnXvFz789Mfyg2Trg2BACNzbpGGrumOZhIYteUUkppB3Fgt7807SAeUySECFy7vWwppZn48ZijRPcy1Zw4n8XNRvLbQrF00/ye5+QBAO/CDM9sutmTck8IYThCFCph2PlxoRKqSmDLzc2dhnMQqXL/OT8ZRYFt1rcuw7Da/jYO7B1bhNVy9lEAAMxuhutCw8lcHLX8MKyMzltPi4J6Y3s/mTXL1e3hlcvUCstVpZQKebgeACCXWddIC5XwzSWhoUXRuNkwih9eMR4AwOua22cqnuwbTqW8VfJOE3uAcWB7pYMJk+y0+4WivO806p3W4uB08pYAAO/S7e2tmpZvjarJcKKRi6aWn3qzaa9IKaV8x+qWG4blR5Md1Qun3fykIr/TWKIlAICe5O3t7fr6+owJFQCAt0vbvzsDAEAHuRAAoDtyIQBAd+RCAIDuyIUAAN2RCwEAuiMXAgB0Ry4EAOiOXAgA0B25EACgO3IhAEB35EIAgO7IhQAA3ZELAQC6IxcCAHRHLgQA6I5cCADQHbkQAKA7ciEAQHfkQgCA7siFAADdkQsBALojFwIAdEcuBADojlwIANAduRAAoDtyIQBAd+RCAIDuyIUAAN2RCwEAuiMXAgB0Ry4EAOiOXDiVOHBtU5punFIe2FJKO3jRmAAAM8qTC2PXlElzeu+PXXNkkgnsgdakaaemopnbyjoksE3ztFnc3zbSK91sGGmlAIBFlScXFiqhUkr5lrB8pZSqluceVlK52m9KKaUut5o7r3DpVShXw7BaKRdSymN3Z084lwelF40KADC7Z1gjjV3bNPvXcEHy8isObLN/fWd3L85i15RyZe/mZm+lV5p62VYob5Uu6t1kGPRbM0072dg82pripHf2Sn5YScuUAIDF9Qy5sPB5/zLsXsMVm5un/Wu44HSzsR1F3eu7/iGVUKnIMQwn6l79paeVOKhfWFtlIYQIbLNe3A87rYWXW/X+FeNc2ppQYK/slfxnvj4GADyTueXCwO7uG8a/ne50r7hW9i6SLyrvOyVvpXM9tnMiti8nzkIXm906d+pbUTvtBPXG9n5i0bJQrm43TjoXeTO0Na242egFuHkhLja5fQYA3pK5XxcG9opXPOhdcvnWQGmhUu1cxEXR5YHwViZOGv39wrCaumc3p7am1dlA7Z6w5T/3FioAYJ7mnQvjZkOUih8KQggRx4F9krwuDGxpdvcPCwUhisIofhg4vPm9XUvgmlLa43bxylsl7zSxRRgHtlc6aF/+zbstAMD7dXt7q6YUOaM/N9C+dIscq1tsWL5jCSFEZ2/Ot4Rl9UqFYfnRQMV+4kinu9U3eGlpOEPB+InmkhXmayvL0CVu76xG9Uv/KhYAsPDk7e3t+vr61CkUAID3gr87AwDQHbkQAKA7ciEAQHfkQgCA7siFAADdkQsBALojFwIAdEcuBADojlwIANAduRAAoDtyIQBAd9rmwsA1zfYT72d/qD0A4E3LlQsDWz5luvOO7fnErt38HIZKKRVWi6c8eRcAtJYrF5arKnKM5OOT0h7jtJiCU6/4ufc84A/FxgnXhgCgsVnXSGPXNAcTSeyaUkop7SAO7PaXpt1+qG5GkRAicO32sqWUZuLHY44S3ctUc+J8FjcbyW8LxdJN57m+AAAd/ZT/0Js9KfeEEIYjRKEShp0fFyqhqgS23NzcaTgHkSr3LsCyigLbrG9dhmG1/W0c2Du2CKvl7KMAAJjdDNeFhpO5OGr5YVgZnbeeFgX1xvZ+MmuWq9vDK5epFZarSikVVsiRAIA8Zl0jLVTCN5eEhhZF42bDKH54xXgAAK9rbp+peLJvOJXyVsk7TewBxoHtlQ4mTLLT7heK8r7TqHdai4PTyVsCALxLt7e3alq+Naomw4lGLppafurNpr0ipZTyHatbbhiWH012VC+cdvOTivxOY4mWAAB6kre3t+vr6zMmVAAA3i5t/+4MAAAd5EIAgO7IhQAA3ZELAQC6IxcCAHRHLgQA6I5cCADQHbkQAKA7ciEAQHfkQgCA7siFAADdkQunFNSkrAUvc9SCWPzgFz9CAIuNXDjSg20eSXks5bE0z2d4FlUesXsu5bHpPs5US1CT8ljaD3MKalLzCf5Nm1vPP7jmuZTH0qy98AwENPRTvsMC+2jzQva/Nz46l1/ezUMAA/ufje3/UeHqiLLyF6Wmr3GaowqV3Uic70zfyHCLvpD1GWvpVjUq+Ng93xHbYWUp+cP5BD+taSJ8iWDm0POPrt36HO5WhBBCBHYtqH4pzx4bgBQ5rwvL1a++pSz/WKljpY7V5Vpz510tUpWKoxIh8DKCa6/4c+//lh+KrROdL7WB5zenNdLC6lapUQ+E6K6SSVkL4u5Ko1nrPbI+cGtmZ/nx3LQfkms/cVAzZWdl0rRrZn8HKLFiKc/tgTeFx8A+7xfZ54nVuYyidEFNyuPNC3mxedyJpHdUfN0NbzDrt9fEzJrbbc5Mro+lHTU+wh+ueTSiwsze6MUgzVrQnOB07aHYHux2tO0W04KPr015tLLXutk760UyuI6XFnyGtPMaCGk44PwRpkqfhxmzN6PnM8YrPYZmK/ltobh80/wxUfQA8snzXHullFK+ddh/wHx0bwkv8bj5e0scCuPM8VuDh5xZiZ9EvmdY952vnTPDuo/6RVdGt0LH8pKPno98z3K6lfieMK6iTmnLt86MSYqmOrVhQ2fajunKEGedqKKWYzw9fNRR6RFGzpkQ3b4arDC9N1pOssOje8s4FN3uzeAYZ06klO8JcWT5nVCjgZeMCr49ZKO6NCP4rDAyRjm6t4zD9lTxrTNhDLwyR4QZMuZh+uzN6vms88oOI/ky35tkKAHklnO/sO1i8/ii/ZXx0Y+G9jNKfjj0k4d6Y22/2t+8KZS/bJ+cu/FqpSB+88T25WqhX7QRtneA4mvvonFz8cdATcZStbIhhBDlDafurax8E0IIsWxYa5e9zaGMoudgrFXb9ReWiiUxwSXZmAgNZ7taflJhRm/E917pU1ju1lBYrR6ULibYtSqW/qx/F3GzZRjLF/WH6odWw1qbced3dPAZske5sFoNfwnsX6WUwvgUhRvPtzGdOg8zZq9I7/ns8wKwMGbKhZZ/XH2BDX3j7+lvf0uV6m6lKoQQcfz4/dRbsZdVdXVc0YLIFWFWb+RR3iqdNB9/88T25afSyp1bbIniz/OrfmLZ5xX/qF8Iw1i+EY/fY1F4Q3dp5RqvQnH5pv5DiE5+jZsto0j6BJ7RS36mYnWrdHca9PdL4qDmlT617z79vC28neu4X3Rttz/MUNg4KN3tJPZm4qAmzev214F9ZLqdokJBiKIwin8dW7Qg8kSY0RuFn7cb39xe98YP9kljojjKayXP88RapbC6ZTX29sT254kvoDubWI+Bey5lLf+d/5mjHAc1c+Wb8H8Jw93oQJysnNvBxDeSTBlh6jzMmL0ZPZ95XlnKG07jrrPLHj+cessHL3w3LKCbfPuFvnUoxFHnn3GVKGk5RqJIHInBjRzf8QzRfsHAxoxSKuoXHRmDe0J+ssi66pX41qFlJYvuJynKEDlng8Ef9Tfqhs+re+K+1/s2SvRMe78n9aj0CPsxdHbIBirM6A2lWo7VPdbwfMd7MjqjOcZhp3LfE4nNwozglVJK3VtGIoxoouAzjD6vXvcOVtgelxwRjjXZPByavVk9nz5e2XF0gx+xPwpgzuTt7e36+vprZ2QAAF4Nf3cGAKA7ciEAQHfkQgCA7siFAADdkQsBALojFwIAdEcuBADojlwIANAduRAAoDtyIQBAd+RCAIDuyIUAAN2RCwEAuiMXAgB0Ry4EAOiOXAgA0B25EACgO3IhAEB35EIAgO7+H5CO3PhrPGhGAAAAAElFTkSuQmCC)

**Стек**

Заголовочный файл

#ifndef **ASD\_2\_STEK\_H**#define **ASD\_2\_STEK\_H***// размер стека***const short** stacksize = 100;  
*// если операция прошла успешно***const short** stackOk = 0;  
*// если стек пустой***const short** stackEmpty = 1 ;  
*// если стек переполнен***const short** stackfull = 2;  
*// отображение исключающих ситуаций***extern short** stackError;  
  
**typedef int** BaseType;  
  
**typedef struct** {  
 BaseType Buf[100];  
 **short** n;  
}stack;  
  
**typedef** stack \*stack1;  
**void** initStack(stack1\* s);  
  
**void** putStack(stack1\* s, BaseType el);  
  
**void** getStack(stack1\* s, BaseType \* el);  
  
**short** emptyStack(stack1 s);  
  
**short** fullStack(stack1 s);  
#endif *//ASD\_2\_STEK\_H*

Модуль

#include **"stek.h"  
short** stackError;  
*// Назначение: возвращает stackFull, если стек s переполнен, иначе возвращает stackOk***short** fullStack(stack1 s){  
  
 **return** (s->n == stacksize) ? stackfull : stackOk;  
  
}  
  
*// Назначение: возвращает stackEmpty, если стек s пуст, иначе возвращает stackOk***short** emptyStack(stack1 s){  
  
 **return** (!s->n) ? stackEmpty : stackOk;  
  
}  
  
*// Назначение: инициализирует стек s***void** initStack(stack1\* s){  
  
 (\*s)->n = 0;  
  
 **return**;  
}  
  
*// Назначение: включает элемент el в стек s, если стек не переполнен***void** putStack(stack1\* s, BaseType el){  
  
 **if** (!(stackError = fullStack(\*s))){  
  
 (\*s)->Buf[(\*s)->n] = el;  
  
 (\*s)->n += 1;  
  
 }  
 **return**;  
}  
  
*// Назначение: исключает элемент el из стека s, если стек не пуст***void** getStack(stack1\* s, BaseType \* el){  
  
 **if** (!(stackError = emptyStack(\*s))){  
  
 \*el = (\*s)->Buf[(\*s)->n];  
  
 (\*s)->n -= 1;  
  
 }  
 **return**;  
}